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Abstract—We seek to make robot programming more
efficient by developing a standard abstract interface for
robot hardware, based on familiar techniques from op-
erating systemsand network engineering This paper de-
scribes the application of three well known abstractions,
the character device model, the interface/driver model, and
the client/server model to this purpose. These abstractions
underlie Player/Stage, our Open Source project for rapid
development of robot control systems.One product of this
project is the Player Abstract Device Interface (PADI)
specification, which definesa set of interfaces that capture
the functionality of logically similar sensorsand actuators.
This specification is the central abstraction that enables
Player-based controllers to run unchangedon a variety of
real and simulated devices. We propose that PADI could
be a starting point for development of a standard platform
for robot interfacing, independentof Player, to enable code
portability and re-use, while still providing accessto the
unique capabilities of individual devices.

I. INTRODUCTION

Abstract, n. 1. Tha which comprisesor
con@ntratesin itself the essentialqudities of
a larger thing or of several things. [Websters
Revised Unalridged Dictionary, 1998 MICRA,
Inc., via Dictionary.com 2003]

The Player/Stag Projed produe@stoolsfor rapid devel-
opment of robot control coce. Its two main prodicts are
the Playerrobot sener, a networked interfaceto a collec-
tion of hardwaredevice drivers,andStage, a simulatorthat
providesa population of virtual robot devices. Player and
Stageare OpenSourceSoftware, releasedunder the GNU
Geneal Public License. Sour@ code is freely avalable
fromhttp://pl ayerstage. sourceforge. net/.

The original goal of Playe was to provide a simple,
flexible interfaceto our Pioneerrobots,andto allow code
to run unchanged in simulation and on the real robots.
The Player/Stagedevelopnent systemis now used for
researctprojeds in more than 20 labs aroundthe world,
andby mary moreindividual studets. As Player evolved,
device drivers were written for the RWI robots (which
ship with “Mobility”). The new drivers re-usedsome of
the existing paclet formats,asthey did logically the same
thing (reporting sonarrangereadings.etc.). Therewas a
lot of overlap betwee interfaces.

This experiene raisedthe possibility that a controller
could run unchanged on different robot platforms. Our
vision for the future development of Player and similar

interfacesis thatrobotapgdicationsshoud produe similar
behaior on a wide variety of robots,just asa web page
canbe rendeed on a varietry of browsers.

This paper describs the abstractionsusedin our soft-
ware,wherely Playe “comprisesand conentrateswithin
itself the essentialqudities” of roboticsdevicesin order
to afford code portability and re-use.We alsomake some
proposaldor the development of a standardplatform for
mobile robots,beyond the Player/Stag system.

Il. THE PLAYER ABSTRACT DEVICE INTERFACE

The centralabstractiorthatenalesportability andcode
re-usein Playeris the Player Abstract Device Interface
(PADI) specificgion. The PADI defines the syntax and
semanticof the datathatis exchanged between the robot
control code and the robot hardware. The PADI's set
of abstractrobot cortrol interfacesconstitutesa virtual
macthine, a target platform for robot controllersthat is
instantiatedat run time by particulardevices.

The Player Protocol implemerts the PADI alongwith
some additiona structuresand rules for multiplexing,
buffering, sendingandreceving colledionsof PADI pack
ets, and commands for inspecting and controlling the
behaior of the Playersener. This protocd wasdesigred
from scratchto be suitablefor mobile robot applicaions.
While Playe is a useful pieceof software, the details of
the shifting of paclets are not fundamentalto an effort
to devise a standardrobot progranming ervironment.
A different protocol could implementthe PADI and the
PlayerProtocd coud manaye a different abstractdevice
interface. While there are mary examples of special-
purposeSessionLaye (seesectionlV-A) protocds, the
PADI is (we believe) a uniqudy open abstractrobot
platform. As such,it is a cardidate starting point for the
development of a standard.Yet PADI is still immature
and facessignificart design chdlenges, some of which
we indicatebelow.

I1l. ABSTRACTIONS

As a development tool for robot cortrol, the Playe
sener has enjoyed significant success,becaning an
important piece of enaling infrastuctue for research
projectsin more than 20 acaegmic and industrial labs
aroundthe world. However, Players primary contribution
derives from the abstractios it implements, rather than



from the detals of its implemenation. We recoqize that
the particularway in which Playeris implemeried is not
fitting for all robotic applicdion domans, but suggestthat
the principlesof Playe’s designareinstructive andwidely
applicale.

Putting aside the implementation details, which we
discussin Sedion VI, we can distill Playe to three
essentiahbstractionswhich we describein the following
sections.

A. The character device model

The “device-as-file”"modd, which originatedin Multics
[1] andwas popularizedby UNIX [8], statesthatall 1/O
devices can be thoudht of as data files. A distinction
is mace betwea sequetial and randomaccess devices.
Sequential devices such as terminals and tapesprodice
and corsumestreamsof dataone byte after ancher, and
arecalledcharacter devices, while randomacessdevices
such as disk drives can manigpulate churks of data in
arbitrary orders,usually througha cade, and are known
asblock devices. The natureof sensorsandactuatorss to
produe and corsumedatain time-extended streamsthey
are charater devices.

The standardinterfaceto chaacterdevices is through
five well-defined operatiors. Access to devices is con-
trolled by open and close opeations. Data is collected
from the device by a read opeation, and sentto the
device by a write operation The asyntironots read and
write are sufficient on their own for mary devices, but a
third transfermechanism,the ioctl (input/outpu control)
providesa synchromusrequest/reply channel, typicdly to
access datathat is persistentratherthan sequatial, such
as setting and queaying the configuration of the device.
All five operdions will indicae error condtions if they
fail.

1) Player application: Playerusesthe chaacterdevice
interface to access its hardware devices. For example,
to begin receving sensorreadirgs, the client opers the
appropiate device and readsfrom it. Likewise, befae
controlling an actuator, the client opens the appropiate
device and writes to it. An ioctl mechaism is usedfor
device corfigurationandfor atomictest/setandread/clar
operatios required by some devices. For reasonsex-
plained elsevhere [4], [3], Playe does not currently
implemen exclusive acessto devices, so multiple client
programscansimultaneouslycontrol the samedevice. We
are consideing addng exclusive acess modes, which
would be andogousto file-locking mectanismsin ope-
ating systems.

2) Limitations: The chaacterdevice model hassome
drawvbacks.In particular sincethereis no interruptmecta-
nism, clientsmustpoll devicesto receve new data.Thisis
not the bestapproachfor low-lateng I/O with high-speed
devices, which are usually interrupt-driven. Playe was
designe to suppat update ratesof the orderof 5-100Hz

covering the majority of researchrobots. This mocel is
unlikely to suffice for devices that operateon the order
of 1MHz. Also, the ioctl chamel is often usedin a way
that breals device independerce and redices portability,
asdiscussedn Sedion IV-B.

3) Conclusion: Thechaacterdevice modeldefinesfive
operatiors (open,close read,write, ioctl) thatareprovided
by the opeating systemto perform device I/O. Apart
from the assumptionof sequatial access (suplemeted
with theioctl), the charater device abstractionis neutral
with respectto programmirg languageand style. Almost
every programning language suppats this modd, and
almostary robot control archite¢ure can be (and likely
has been) implemente atop the generic read/write/ioctl
interface. This modé hassuccestlly suppated UNIX-
like opeating systemdfor deades,and the Player sener
for yeas. We suggesthatthe charater device modé is a
suitablefoundation for a robot device control standad.

B. The interface/driver model

The charater device mockel defines only the broacdest
semanticsof its three channels (roughly: input, outpu
and corfiguratior), but imposesno other structureon the
datastreamsEachdevice could have its own unique data
format, requiringcontrollercode to be written speciftally
for eachdevice. Another powerful abstractionthe inter-
face/driver modeldetermineghe content of thesestreams
and provides the device independence that is the key to
portablecode

The interface/diver modé groups devices by logicd
functiondity, so that devices which do approxmately
the samejob apper identicd from the users point of
view. An interface is a specifiation for the contents of
the data stream,so an interface for a robotic charater
device mapsthe input streaminto sensorreading, outpu
streaminto actuaor commands, and ioctls into device
configurations. The code that implemerts the interface,
converting betwea& a device’s natve formats and the
interfaces required formats is called a driver. Drivers
are usually specificto a particulardevice, or a family of
devicesfrom the sameverdor.

Codethat is written to tamget the interface ratherthan
ary specificdevice is saidto be device independent. When
multiple devices have drivers that implement the same
interface, the cortrolling code is portade amorg those
devices.

Many hardware devices have unique featuresthat do
not appear in the standardinterface. These featuresare
accessed by device-specift ioctls, while the read and
write streamsaregenerdly device independent. Interfaces
shouldbe designedo be sufiiciently comgete soasto not
require use of device-specift ioctls in normal operation
in orderto maintaindevice independerte and portablit y.

1) Player application: There is not a one-to-onemap-
ping betwee interface definitions and physical hardware



componeris. For example, the Pioneer's natve P20S
interface bundes odoméry and sonardatainto the same
paclet, but a Playe client progran that only wants to
log the robot's position does not need the range data.
For portability, Playe separateshe datainto two logical
devices, decaipling the logical functiondity from the
detailsof the Pionee’simplemenation. The pionee driver
controlsone physical piee of hardware, the Pionesr mi-
crocortroller, but implements two differentdevices: po-
sition andsonar. Thesetwo devices canbe opered,
closed,and controlledindepandertly, relieving the client
of the burden of remembeing detailsaboutthe internals
of the robot.

Since Playe was initially desigred as an interface
to our Pioneer 2-DX mobile robots, early versions of
the sener provided almosttransparenhaccesgo specific
compneris and peripreralsof the Pioneer asit wasused
in the USC RoboticsLab. For example,eat datapaclet
from the sonarscompised 16 range readirgs, beause
the Pioneer has16 sonartransduces. Lik ewise, command
paclets to the whed motors compised two velodgties,
becaise the Pionee is a non-holonomic, differentially-
driven robot (see Sedion IV-C for a further discussion
of motor commandformats).

This Pioneer-specificdevice modelwas extensible,but
did not encauragecode reuseor portability in the sener
or in client control programs.When code was addel to
the sener to provide accessto a new device, that device
presenteda unique device-specificinterfacethat required
device-specificclient-sidesuppat. As a result,client pro-
gramsthat controlledthe seconl Playersuppated mobile
robot, the RWI B21r, usedan API that was conpletely
differentfrom that usedto cortrol the Pioreet despitethe
fact the two robotsare functiorally similar.

In orderto morecorvenienly supportdifferentdevices,
we introduedtheinterface/drver distinctionto Playe. An
interface,suchassonar, is a gereric specificdion of the
format for data,conmand,and corfiguration interactions
thata device allows. A device driver, suchaspi oneer -
sonar, specifies how the low-level device control will
be carried out. In gereral, more than one driver may
supporta given interface;corversely a given driver may
support multiple interfaces. Thus we have extended to
robot control the device mocel that is used in most
operatingsystemswhere,for example,a wide variety of
joysticks all presentthe same“joystick” interfaceto the
programner.

As an example, considerthe two drivers pi oneer -
posi tion andrwi - posi ti on, which cortrol Pioneer
mobile robotsand RWI molile robots,respectiely. They
both supportthe posi t i on interfaceandthusthey both
accet commands and geneate datain the sameformat,
allowing a client programto treatthemidentically, ignor-
ing thedetailsof theunderlying hardware This modelalso

allows usto implement more sophsticateddrivers that do

not simply return sensordatabut ratherfilter or process
it in some way. Conside the | aser cspace driver,

which suppats thel aser range-fnderinterface.Instead
of returningthe raw rangevalues, this driver moduates
them accading to the dimersions of the robot, creating
the configuration-spag represetation of free spacein the
ervironment.

2) Limitations: The primary cost of adrerenceto a
geneic interfacefor an entire classof devicesis thatthe
featuresand functiondity that are unique to eachdevice
are ignored Imagine a fi cudi al - fi nder interface
whosedataformatincludesonly the bearinganddistance
to ead fidudal. In orderto supportthatinterface,a driver
that canalsodetemine a fidudal's identity will be under
utilitized, someof its functiondity having been sacrificed
for the sale of portability. This issueis usuallyaddressed
by either addng configuration requeststo the existing
interface or defining a new interface that exposes the
desiredfeaturesof the device. As an interestingexample,
conside Player’s first Monte-Carlo localization driver;
it can support both the sophisticated ocal i zat i on
interfacethat includes multiple posehypothesesand the
simpleposi ti on interfacethatincludesoneposeandis

alsousedby roba odomery systems.
C. The client/server model

The third abstractionprovides a practicda model for
implemeriing a robot interface. Playe is basedon a
client/serer modd, in which the users cortrol program,
or client, is separatedrom the server, which executeslow-
level device control, by an external,standardizé medium.
In Players case that mediumis a TCP soclet. The most
comma alternatve appoachis the “direct link” model,
in which only a function call separateshe userfrom low-
level device control [7].

Client/serer is the dominant modé for network and
Internetapplicdions. Many of the other modds for mov-
ing data acrossnetworks, such as RPC, are themseles
implemerted on top of a client/serer infrastructure.

A major advantag of the client/serer model is that
clients can be written in ary programming language that
supportghe standardizé communicationmedium usedby
the sener. For this purposePlayer usesa TCP soclet,
which is supmrtedby almostevery modernprogranming
language. Thus Player is languageneutral, without the
needto geneate “wrappas” for differentlanguages.

The client/serer model also facilitatesconairrent ac-
cessto devices. Given a sener thatis capble of suppat-
ing a single client, relatively little extra work is required
to supportmultiple clients simultaneosly. Furthermaoe,
if the medium that separéesclient andsener is network-
aware, asis the TCP soclet, then clients can executeon

IHowever, it is commonto uselanguage-specificlient libraries that
encapsulate¢he handlingof soclet communicationseeSectionVI-A.



ary machire with network comectvity to the machne
on which Playe is executing In this way, Playe is
both platform- andlocation-naitral, exposingan idertical
interface to all clients, regardless of whethe they are
executing on the samemachire or acrossthe Internet.

1) Limitations:; The principal dravback of the
client/serer mocel is thatit introdues addtional lateng
to device interactions,beause data and commands are
necesarilydelayal asthey passthroughthe sener. Since
Playe provides data at a constan rate, it imposesan
average delay of a half cycle on all data, in addtion
to network-related latencies. Although the data rate is
configurable Playe is usuallyopeatedat 10Hz. Thuson
average,new datasit in Player’s buffers for 50ms,which
is not significant for mary robotcontrolapgdications. This
kind of lateny can be redued but not eliminated, for
there are unavoidable costsresulting from the schedler
and network stack of the underlying operating system.
An additiond drawback of the client/serer model is
that it requiresnetwork hardware and software, which
may not be available in extremely low-power embelded
computing systemg(e.g.,robonotes[9]).

IV. ISSUES FOR A STANDARD INTERFACE

Assuming that we employ the charater device and
interface/drver abstractionslescribedn the previous sec-
tions, we mustdevise a setof usefulinterfaces.

Theseinterfaceswill define the classesof equvalert
devicesfor robots,ascorceptslike “mouse” and“printer”
do for workstations Although eath device in a given class
may require a different driver, they all presentthe same
interface and provide the same (or very similar) func-
tionality. The PADI currently specifes 29 interfacesfor
a rangeof devicesincluding range-fnders,grippes, and
probalilistic localizationsystems(seethe Player Manud
[2] for afull list). Although Playe’s interfacesare neither
orthogamal nor spanniig in the spaceof devices,we sug-
gestfrom colledive experiencethatthe PADI specifiation
provides a starting point for creatinga standardset of
interfaces.

An integral part of selectingthe set of interfacesis
decidng for each interface the context and semantics
of the data, command, and corfiguration streams.In
determiningwhat is included in aninterface,we tradeoff
betwea geneality acrossmary devicesandexposingthe
capdilities of ary particulardevice. A similar tradeof is
madewhen decidirg what is in the command and data
streamsas opposedto the configurationchamel.

The Player interfaceshave evolved over time, but most
quicky settle into quasi-datic states.Interfacesusually
becane moregeneal asmoredriversarewritten, exposing
limitations of the existing interfaces.The simulatorStage
is an extremeexample of this phenomeron, becaiseit has
noneof the constraintsof physical hardware.

A. The OS Sandard Model

We candefine our recomnendedareaof developnentin
termsof the standardnodd for networking protocds and
distributed applicaions. The Internationa Stardard Or-
ganization’s Open Systemintercomect (ISO/OSI) modd
distinguishesseven layersof functiorality in a networked
system, groupel into Application layers (5-7) and the
Network layers (1-4) [10].

In termsof this mocel, Playe usesTCP asa Trarsport
Layer (4) which implementsthe chaacterdevice mocel.
The Playe Protocd formsthe SessiorLayer (5), defining
the semattics of the padketsmoved by the Transport.The
client libraries (seeSedion VI-A) form the Presentation
Layer (6), corverting datainto aformatappopriatefor the
ApplicationLayer’s (7) specificlanguageandarchitedure.

Robd applicdions have no unique requiremets for the
PresentatiorLayer, which hardles byte order, etc, so we
recommad that some existing standardshould be used
to do the bulk of the work. The XDR External Data
Represetation [5] is a cardidate specifiation. Instead,
standardiztion effort shouldfocus on the SessionLayer,
definng the commands,dataandcorfiguratiors supported
by ead interface,and therely decidirg what ead class
of device does.

B. ioctl issues

Since a major use of ioctls is for device-specift con-
trols, maraging them while maintainingdevice indepen-
den® bemmes an issue. Player applies the following
policy, which we have found to work well. To support
aninterface,a driver may be requiredto supporta certain
setof ioctls. A driver may also supportothe ioctls. The
set of ioctls defined for an interface is the union of all
requiredand optioral ioctls. If a driver supportsan ioctl,
whethe requred or optioral, the driver must presere
the semanticsfor the ioctl asthey are laid down in the
standard.

A remaining questionregarding ioctls is that of how
to hardle queying geneic propertiesthat crossinterface
bourdaries, such as pose and geametry, It would be in
keepng with mary opeating systemsto leave it to each
interfaceto define its own ioctls for thesepurpases(this
is currently the casein Player). However, thereis some
bendit to be had,in termsof code re-useand usability of
the standardfrom defining and possiblyrequiring certain
ioctls for all interfaces.For example, all driverscoud be
required, when queried, to return geanetry information
(or at leasta standad “don’t know”) in the sameformat.

For maximum portability, a controller should use no
device-specificioctls. One simple meclanismto ensure
thisis to provide a“core” PADI specificdion thatexcludes
all device-specificioctls. Users would explicity endle
non-patable extensions at run time, perhas by setting
a global flag, or on a perdevice basis.



C. A challenge: position device interface

We have suggestedhat a standardset of interfaces
could be desigredthatarewidely usefulfor robotcontrol.
It is often straightforvard to design an interface for a
particularpieceof hardware,but gereralizingan interface
over a range of devices is a non-trivial task, as the
following exanple illustrates.

Marny researchrobots are mobile, corntaining a device
that allows them can change their position in the world.
We'll attemptto gereralizesucha ‘Position Device’, and
conside the defintion of an abstract Position Device
interface. A robot cortroller shouldbe able to drive ary
mobile robot that presentsthe interface, with similar
results.

The position of a rigid, nonarticulatedobjed can be
comgetely specifie in three dimersions relatve to a
fixed referene point by six numkbers: latitude, longitude
altitude, roll, pitch and yaw, or (z,y,6,a,b,c). For a
wheded robot on the plane, we have just three degrees
of freedom (z,y,0). So ary Position Device can be
commanded complaely and unebiguowsly by sendingit
six numkers,andfloor-travelling robots(the mostcomnon
kind) requirejust threenumbes.

Unfortunatdy, things are not so simple. Many devices
and apgications require velodty control ratherthan po-
sition control. We can extend our specifiation with an
ioctl that switchesthe interpretatiorof the valuesbetween
positions and velocities. A simple further extersion al-
lows us to selectthe n*" derivative of position, allowing
accéeration control, etc. We can even allow a different
derivative to be specifi@ for ead axis; for example we
can command a robot to move to (z,y) while spinning
at 0 radiars/second a behaior that mostwheeledrobots
cannot achieve!

The HRL Pherolot is a useful example of a position
device thatis difficult to fit into the standardnterface.The
Pherolot usesthe Descartesmall, wheela mobile robot
platform. The Descartes natve command is (absolute
headng, forward distance speedperentagé. Tha is,
positioncontrolin # in globalcoadinates positioncontrol
in z in local coordimates,and velocity cortrol in a local
frame. The velodty percentageis input into a Descates’
internal controller and does not map easily into ary one
coordirate system.Suffice to say the Descartesa simple
wheded mobile robot, hasits own specificinterface.

The Position Device illustratesthe trade-of between a
useful abstractionand a fully genealized interface. The
reality of the robots’ implementation makes it difficult
to apply the most geneal abstractionspecaise it does
not capure someimportart corstraintsimposedby real
position devices.

In practicewe obsene that the PositionDevice drivers
specify several device-specificioctls, which change the
mearing of the basiccommand padet corsiderablyand

dilute the gererality of the interface. The designof a
maximally geneal Position Interface is an interesting
problem.

V. SIMULATION OF ABSTRACT DEVICES

The Playe/Stagesystemincludes the Stagesimulator
which providesa popuation of virtual Playe devices.The
simulateddevicesinteractwith Playerin exactly the same
way asreal device drivers, consumiig command padets,
geneating data paclets and responéhg to ioctls. There
is a Stage modelfor ead interfacethat requiresinterac-
tion with the environment. Mirroring the developnent of
Player Stage modds began by emulatingspecificdevices,
suchasthe Pioneer2 and SICK LMS200 rangefnder but
have evolved with the interfacesto becmemore gereric.

Designing a moded to match an interface has been
a useful test of the interface semantics Remaed from
the constraintsof a particula device, but attemptingto
implemen the full functiondity requiredby the logicd
interface we have foundthatamliguities or contradid¢ions
in the interfaceare expased.Being forcedto implement a
geneal model makes explicit the key paraneters,which
areexactly thosethatmustbe exposedby theinterface.We
suggesthat simultaneouslydesigningthe interfaceand a
modé is a usefulmethoddogy for developing a standad.

By operating with the same device abstractios as
Player Stageprovides a drop-in replacenentfor the real
devices. This enales corvenient development of control
codein simulation,andmary controllerswritten this way
have beenshavn to work unchangel on therealhardvare.
But this relationshipis transitve; we can transparetly
replace Stagewith andher simulator that supportsthis
interface. We are currently developing a new simulator
“Gazebo” that modds three-dim@sional outdoor terrain
(Stageusesa simple two-dimensioal modé in order to
scaleto large popuations).

Mirroring theioctl issuesin Playea, Stagemustmanaye
a growing number of device-spedic ioctls. Shoud a
geneic modd attemp to implemen all the ioctls for a
given interface?Probdly not, since thereis no require-
ment that the logic for ioctls for different devices can
be consistent,merely that all the ioctls implemented by
ary given device be consistent,and that the betavior
of a singleioctl is the sameacrossdevices. If we wish
to model device-specificfeatures,a reasonale approzh
would be to provide an extersion layer to ead mocdel,
correspoding to a particular device (e.g. an LMS200
or group of devices (e.g. P20Sbasedrobots). We have
adopied this approah for future Stagedevelopment.

V1. PUTTING IT TOGETHER

A. APIs

It is coneivable that a single standardAPI for robot
programmiig could be specifial. However, our philosopty



hasbea to constrainthe designof controllersaslittl e as
possibleandexperiencesuggestshata single API will not
be practica to supportthe range of cortroller architedures
andprogramming stylesthatarecurrentlyusedfor mobile
robots.

The Player distribution comes with several “client li-
braries”in various languages linkable cocke libraries that
hande the detals of padking and unpacking the device
interface structures,cornverting from local to network-
safevariable types,etc. The PlayerProtocd is open and
documented anduserscould implemern controllerclients
that talk directly to Player through a soclet. However
in practice we obsenre that every Player client usesa
client library, and the Player Protocol is only used by
implemertors of client libraries.

Eachclient library hasa different designand presents
a different API to the user due partly to the differen@s
betwea programmingy langages. Someconmmon features
have emepged, for examplethe C++andJavalibrarieshave
a similar proxy-baseddesign,but they do not matcheach
other call-for-call. Justas the various programmirg lan-
guagesprovide differentAPIs to the POSIX ernvironment,
eachin their native style, we believe that Players various
APIs, eadt tamgetingthe PADI, areanimportantstrengthof
the systemWe conside the existene of multiple APIs for
Playe asincreasing the portability andre-usabilityof the
systemby exposingthe functiondity of the setof device
driversin multiple programminglanguage and styles.

A standardabstractrobotinterfacewith diversity at the
API level maximizes portability while interfering mini-
mally with the designof controllers.

B. Transport Issues

This pape has so far played down the importarce
of the OSI Network Layers (Transportand below), and
the paclet-shufling mactinery in the SessionLayer. For
corvenierce,we’ll referto this wholecommunicationsim-
plemenation asthe transport. This is beausewe believe
the key abstractionsinique to robaics areindependet of
ary particulartransportPlayer is a soclet sener thatuses
TCR, while othe robot interface systemsuse UDP [11],
RemoteProcedire Callsor CORBA [6] to do asimilar job.
Eachappro&zh hasstrengthsand weakhessesn terms of
easeof use,reliability andhanding of errors,but thesecan
bethought of asseperatdérom the logic of theinterface.A
wide variety of transportscoud presentthe samelogical
PADI ervironmentto the robot applicdion.

However, the dynamic propeties of ary implemened
robot interface are highly significant. Unlike mary com-
puting apgications,robot controllershave strongdynamic
constraints. They may have specific requiremets for
bandvidth, lateng, jitter andcomectionreliability. These
are all attributes of the transport,not the abstractdevice
descriptions so the transportremainsa significant factor
in the designof a particularrobot system.

We make a distinction, then betweenthe dynamic
requiremets of a device, determinedby the apgication
and provided by the transport,and the sematics of the
device interface detemined by the PADI. The semantics
of the (idealized Position interface for a robot blimp
and a robot hummingird are the same,but the dynamic
requiremets of transportare very different. This implies
that we shouldtake careto leave out ary spedfication of
dynamic propertiesfrom the PADI.

The PADI speciftation does have some specifc de-
mand on the transportthoudh, in thatit mustsupportthe
charater device model. This is parsimoniais with TCP
andotherstreamsoclet protools, but lessso of RPCand
CORBA appraches.

In systemghatmustbehighly reliable,or thathave very
challerging communcation ervironments, the ability to
dete¢ and manaye communication failuresbemmesvery
important.Players TCP transportis highly reliable under
typical loadsanduses,but TCP’s built in retriesandlong
time-outswould provide very poor dynamic propertiesto
clientsundervery heary network loadsor with intermittent
conrections.

Theseexamplesdemorstrate that the PADI is by no
mears the whole story for designinga robot controller
It is, however, a suffiiciently independent componert that
could be standardizé and built into roba systemsthat
are otherwise heterogaeots, thus permitting them to
interoperate
C. Resource Discovery

A key adwantag of currentPlaye-basedrobot codeis
thatit is possibleto usedifferenthardware devicesat run
time. loctls provide a way to inspectthe propeties of a
given device, but thereis the questionof how thecontroller
establishests comectionto a device in the first place

Player provides somebasicresourcediscovery, in that
the sener can be queriedfor the set of devices it has
availabde. However, client programsmust know a pri-
ori the preciseaddessof the sener. A more powerful
schemewould allow controllersto obtain addessesfor
availabe hardware on-the-fly, a resource-tbcovery mech
anism. With this in place, cortrollers could probe for
availade hardwareandchoosethe bestsensoivailable for
a task, optionally configuring it with ioctls. Alternatively,
a controller could charge its plamed betavior accading
to the hardware resourcesavailabe. This is beyond the
current state of the art in robot cortrol, and would of-
fer interestingresearchopporturties. However, we can
immediately suggesta further extension. The addition
of a mechaism for processesto migrate between hosts
would allow our robot controllersto graduae from being
portable to being mobile, discovering locd resourcesas
they go. Thiswould beanextraordirarily rich ervironment
for future robot cortrollers, madefeasibleby a standard
AbstractDevice Interface.



VIlI. CONCLUSION

The spedfication of an abstractrobot interface can
usefully be broken up into threetasks.These are:

1) A collection of abstractdevice interaces,which
specifyavirtual machire thatbemmesthetargetfor
robotics apgications. The Playeg Abstract Device
Interfaceoffers a startng point for this effort.

2) A SessionLayer protocd for negotiating comec-
tions and shifting padets. The Player Protocd is
an exanple.

3) Presenttion Layer APIs, providing the abstractin-
terface descriptionin a covenient format for the
client's chesen languaye and control style. Client
libaries are availade for Playe in C, C++, Python
TCL, LISP, and Java, eachwith a distinct API.

We have referred extersively to Playe, but we em-
phasizethat we do not sugget Playeras a panaeafor
robot cortrol. Player has evolved from its beginnings
as a platform-specift interface into its own platform,
used by large projectsas an integration tool. From the
beginning, we have worked to make Playe as open as
possiblein accadancewith the principlesof OpenSource
Software and in contrastto the gods of the commecial
robot interfaces.This experienceinformed the ideas set
out in this paper which are already feedng bad into
Playe/Stagedevelopment, and into our discussionswith
our collegguesin the Rolotics Engineering Task Force a
body setup to examine the oppatunitiesfor standardsn
robotics[ htt p: //robo-etf.org].

The Player system pasedon the PlayerAbstractDevice
Interface,is the mostopen andportableplatformfor robot
controlcurrentlyavailable. Playe-basedobotcortrol pro-
gramstarget a robot virtual mactine, which can in some
cases,be implemened with a choice of hardware and
software devices. We aim to increasePlayers geneality
over time, tackling challerges like the Position Device
interfacealorg the way.

There is probally not One True Standad of Robd
Abstract Device Interface waiting to be discovered, but
therewill bewidely usefulapproximations.A conmunity
effort in this areawill rapidly improve the portahlity and
reuseof robot code
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